NotesNeo

1.5 Virtual Base Class

A virtual base class in C++ is a mechanism used to solve the diamond problem in multiple
inheritance scenarios. The diamond problem occurs when a derived class inherits from
two base classes that both inherit from a common base class. Without virtual inheritance,
the derived class would have two copies of the common base class, leading to ambiguity
and redundancy.

Use Cases:

e Diamond Inheritance Problem: When a derived class inherits from two base classes
that both inherit from the same base class.

e Avoid Redundancy: Ensuring that there is only one instance of a base class in a
complex inheritance hierarchy.

e Memory Efficiency: Reducing the memory overhead by preventing multiple copies
of the base class.

Benefits:

e Eliminates Ambiguity: Ensures that there is a single, unique instance of the base
class, eliminating ambiguity when accessing base class members.

e Consistent Data Management: Simplifies data management by maintaining a
single instance of base class data members.

e Cleaner and More Maintainable Code: Makes the inheritance hierarchy more
manageable and understandable.

To declare a virtual base class, the virtual keyword is used in the inheritance declaration.
Below is an example illustrating the diamond problem and how virtual inheritance solves
it.

Example without Virtual Inheritance (Diamond Problem):

#
std;

// Base class
Base {

void baseMethod() {
cout << << endl;

s

// Intermediate class A
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class A : public Base {

public:
void methodA() {
cout << << endl;
}
)

// Intermediate class B
class B : public Base {

public:
void methodB() {
cout << << endl;
}
)

// Derived class inheriting from both A and B
class Derived : public A, public B {

public:
void derivedMethod() {
cout << << endl;
}
i

int main() {

Derived obj;

obj. (); // Output: Method of Derived Class

// obj.baseMethod(); // Error: request for member 'baseMethod' is
ambiguous

// Resolving ambiguity

obj.A:: (); // Output: Method of Base Class (via A)
obj.B:: (); // Output: Method of Base Class (via B)
return 9;

}

In the above example, the Derived class has two copies of Base class, one from A and one
from B, leading to ambiguity.

Example with Virtual Inheritance:

#include
using namespace std;

// Base class
class Base {

public:
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void baseMethod() {
cout << << endl;

s

// Intermediate class A with virtual inheritance
class A : virtual public Base {

public:
void methodA() {
cout << << endl;
}
3

// Intermediate class B with virtual inheritance
class B : virtual public Base {

public:
void methodB() {
cout << << endl;
}
i

// Derived class inheriting from both A and B
class Derived : public A, public B {

public:
void derivedMethod() {
cout << << endl;
}
i

int main() {
Derived obj;

obj. (); // Output: Method of Derived Class
obj. () // Output: Method of Base Class
return 9;

}

In this example, A and B both virtually inherit from Base. As a result, Derived only has one
copy of Base, and there is no ambiguity when calling baseMethod.

1.6 Object Slicing

Object slicing occurs when a derived class object is assigned to a base class object. In this
process, the derived part of the object is "sliced off,” leaving only the base class part. This
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means that any member variables or methods defined in the derived class are not
accessible through the base class object, and their values are lost.

Examples:

#include <iostream>
using namespace std;

// Base class
class Base {
public:

int baseValue;

(int val) : (val) {}

void display() {
cout << "Base value:

<< baseValue << endl;
i

// Derived class
class Derived : public Base {
public:

int derivedValue;

(int baseVal, int derivedVal) : (baseval),
(derivedval) {}

void display() {
cout << "Base value: " << baseValue << ", Derived value: " <<
derivedValue << endl;
}
)

int main() {
Derived derivedObj(10, 20);
Base baseObj = derivedObj; // Object slicing occurs here

baseObj. (); // Output: Base value: 18
derivedObj. (); // Output: Base value: 10, Derived value: 20
return 9;

}
In this example:
e Derived class inherits from Base class.
e Derived class has an additional member variable derivedValue.
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e When derivedObj (of type Derived) is assigned to baseObj (of type Base), the
derivedValue part of derivedObj is sliced off.

e The display method of Base class only shows baseValue because baseObj is of type
Base.

Implications:

e Loss of Data: Any member variables of the derived class are lost when slicing
occurs.

e Incorrect Method Calls: If the base class and derived class both have a method
with the same name, the base class method will be called, leading to potentially
incorrect behavior.

e Runtime Polymorphism Not Achieved: Slicing prevents the use of derived class
functionalities through base class pointers or references.

Solutions:

1. Avoid Object Slicing:
e Avoid assigning objects of derived classes to objects of their base classes to
prevent object slicing.
e Use pointers or references to base classes instead of objects.
2. Use Pointers or References:
e Use pointers or references to base classes when dealing with polymorphism.
e This allows the derived class-specific information to be preserved.
Example of using pointers:
int main() {
Derived derivedObj(16, 20);
Base* basePtr = &derivedObj; // Using pointer to Base class
basePtr-> (); // Output: Base Data: 10, Derived Data: 20
return 0
}
3. Copy Constructor or Assignment Operator:
e If object slicing is unavoidable, provide a copy constructor or assignment
operator in the base class to handle the conversion properly.
class Base {
public
int baseData;
const Base& other) : (other.baseData) {} // Copy
constructor
Base& operator=(const Base& other) {
if (this != &other) {
baseData = other.baseData;

}

return *this;

18



