
Software Design Process 
The design phase of software development deals with transforming the 
customer requirements as described in the SRS documents into a form 
implementable using a programming language. 
The software design process can be divided into the following three levels of 
phases of design: 

1. Interface Design 
2. Architectural Design 
3. Detailed Design 
 
 

 
 

Attention reader! Don’t stop learning now. Get hold of all the important CS 
Theory concepts for SDE interviews with the CS Theory Course at a student-
friendly price and become industry ready. 
  

Interface Design: 
Interface design is the specification of the interaction between a system and its 
environment. this phase proceeds at a high level of abstraction with respect to 
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the inner workings of the system i.e, during interface design, the internal of the 
systems are completely ignored and the system is treated as a black box. 
Attention is focussed on the dialogue between the target system and the users, 
devices, and other systems with which it interacts. The design problem 
statement produced during the problem analysis step should identify the 
people, other systems, and devices which are collectively called agents. 
 

 
 

Interface design should include the following details: 

 Precise description of events in the environment, or messages from agents 
to which the system must respond. 

 Precise description of the events or messages that the system must 
produce. 

 Specification on the data, and the formats of the data coming into and going 
out of the system. 

 Specification of the ordering and timing relationships between incoming 
events or messages, and outgoing events or outputs. 

Architectural Design: 
Architectural design is the specification of the major components of a system, 
their responsibilities, properties, interfaces, and the relationships and 
interactions between them. In architectural design, the overall structure of the 
system is chosen, but the internal details of major components are ignored. 
Issues in architectural design includes: 

 Gross decomposition of the systems into major components. 
 Allocation of functional responsibilities to components. 
 Component Interfaces 
 Component scaling and performance properties, resource consumption 

properties, reliability properties, and so forth. 
 Communication and interaction between components. 
The architectural design adds important details ignored during the interface 
design. Design of the internals of the major components is ignored until the last 
phase of the design. 

Detailed Design: 
Design is the specification of the internal elements of all major system 
components, their properties, relationships, processing, and often their 
algorithms and the data structures. 
The detailed design may include: 

 Decomposition of major system components into program units. 
 Allocation of functional responsibilities to units. 
 User interfaces 



 Unit states and state changes 
 Data and control interaction between units 
 Data packaging and implementation, including issues of scope and visibility 

of program elements 
 Algorithms and data structures 

 
 

User Interface Design 

The visual part of a computer application or operating system through which a client 

interacts with a computer or software. It determines how commands are given to the 

computer or the program and how data is displayed on the screen. 

User interface is the front-end application view to which user interacts in order 
to use the software. The software becomes more popular if its user interface is: 

 Attractive 
 Simple to use 
 Responsive in short time 
 Clear to understand 
 Consistent on all interface screens 
There are two types of User Interface: 

Types of User Interface 

There are two main types of User Interface: 

o Text-Based User Interface or Command Line Interface 

o Graphical User Interface (GUI) 

Text-Based User Interface: This method relies primarily on the keyboard. A typical 

example of this is UNIX. Command Line Interface provides a command prompt, 

where the user types the command and feeds to the system. The user needs to 
remember the syntax of the command and its use. 

Advantages 

o Many and easier to customizations options. 

o Typically capable of more important tasks. 



Disadvantages 

o Relies heavily on recall rather than recognition. 

o Navigation is often more difficult. 

1. Graphical User Interface (GUI): GUI relies much more heavily on the mouse. A typical 

example of this type of interface is any versions of the Windows operating systems. 
Graphical User Interface provides the simple interactive interface to interact 
with the system. GUI can be a combination of both hardware and software. 
Using GUI, user interprets the software. 

 

GUI Characteristics 

Characteristics Descriptions 

Windows Multiple windows allow different information to be displayed simultaneously 

on the user's screen. 

Icons Icons different types of information. On some systems, icons represent files. 

On other icons describes processes. 

Menus Commands are selected from a menu rather than typed in a command 

language. 

Pointing A pointing device such as a mouse is used for selecting choices from a menu 

or indicating items of interests in a window. 

Graphics Graphics elements can be mixed with text or the same display. 

Advantages 

o Less expert knowledge is required to use it. 

o Easier to Navigate and can look through folders quickly in a guess and check manner. 

o The user may switch quickly from one task to another and can interact with several 

different applications. 



Disadvantages 

o Typically decreased options. 

o Usually less customizable. Not easy to use one button for tons of different variations. 

User Interface Design Process: 
 

 
 

 

The analysis and design process of a user interface is iterative and can be 
represented by a spiral model. The analysis and design process of user 
interface consists of four framework activities. 

1. User, task, environmental analysis, and modeling: Initially, the focus is 
based on the profile of users who will interact with the system, i.e. 
understanding, skill and knowledge, type of user, etc, based on the user’s 
profile users are made into categories. From each category requirements are 
gathered. Based on the requirements developer understand how to develop 
the interface. Once all the requirements are gathered a detailed analysis is 
conducted. In the analysis part, the tasks that the user performs to establish 
the goals of the system are identified, described and elaborated. The 
analysis of the user environment focuses on the physical work environment. 
Among the questions to be asked are: 
 Where will the interface be located physically? 
 Will the user be sitting, standing, or performing other tasks unrelated to 

the interface? 
 Does the interface hardware accommodate space, light, or noise 

constraints? 



 Are there special human factors considerations driven by environmental 
factors? 

2. Interface Design: The goal of this phase is to define the set of interface 
objects and actions i.e. Control mechanisms that enable the user to perform 
desired tasks. Indicate how these control mechanisms affect the system. 
Specify the action sequence of tasks and subtasks, also called a user 
scenario. Indicate the state of the system when the user performs a 
particular task. Always follow the three golden rules stated by Theo Mandel. 
Design issues such as response time, command and action structure, error 
handling, and help facilities are considered as the design model is refined. 
This phase serves as the foundation for the implementation phase. 

3. Interface construction and implementation: The implementation activity 
begins with the creation of prototype (model) that enables usage scenarios 
to be evaluated. As iterative design process continues a User Interface 
toolkit that allows the creation of windows, menus, device interaction, error 
messages, commands, and many other elements of an interactive 
environment can be used for completing the construction of an interface. 

4. Interface Validation: This phase focuses on testing the interface. The 
interface should be in such a way that it should be able to perform tasks 
correctly and it should be able to handle a variety of tasks. It should achieve 
all the user’s requirements. It should be easy to use and easy to learn. Users 
should accept the interface as a useful one in their work. 

 

UI Design Principles 

 

Structure: Design should organize the user interface purposefully, in the meaningful 

and usual based on precise, consistent models that are apparent and recognizable to 

users, putting related things together and separating unrelated things, differentiating 



dissimilar things and making similar things resemble one another. The structure 

principle is concerned with overall user interface architecture. 

Simplicity: The design should make the simple, common task easy, communicating 

clearly and directly in the user's language, and providing good shortcuts that are 

meaningfully related to longer procedures. 

Visibility: The design should make all required options and materials for a given 

function visible without distracting the user with extraneous or redundant data. 

Feedback: The design should keep users informed of actions or interpretation, changes 

of state or condition, and bugs or exceptions that are relevant and of interest to the user 

through clear, concise, and unambiguous language familiar to users. 

Tolerance: The design should be flexible and tolerant, decreasing the cost of errors and 

misuse by allowing undoing and redoing while also preventing bugs wherever possible 

by tolerating varied inputs and sequences and by interpreting all reasonable actions. 
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Introduction: The software needs the architectural design to represents the design of 

software. IEEE defines architectural design as “the process of defining a collection of 

hardware and software components and their interfaces to establish the framework for the 

development of a computer system.” The software that is built for computer-based 

systems can exhibit one of these many architectural styles. 

Each style will describe a system category that consists of : 

 A set of components(eg: a database, computational modules) that will perform a 

function required by the system. 

 The set of connectors will help in coordination, communication, and cooperation 

between the components. 

 Conditions that how components can be integrated to form the system. 

 Semantic models that help the designer to understand the overall properties of the 

system. 

The use of architectural styles is to establish a structure for all the components of the 

system. 

Attention reader! Don’t stop learning now. Get hold of all the important CS Theory 

concepts for SDE interviews with the CS Theory Course at a student-friendly price and 

become industry ready. 
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Taxonomy of Architectural styles: 
 

 

 

1. Data centred architectures: 
 A data store will reside at the center of this architecture and is accessed frequently 

by the other components that update, add, delete or modify the data present within 

the store. 

 The figure illustrates a typical data centered style. The client software access a 

central repository. Variation of this approach are used to transform the repository 

into a blackboard when data related to client or data of interest for the client 

change the notifications to client software. 

 This data-centered architecture will promote integrability. This means that the 

existing components can be changed and new client components can be added to 

the architecture without the permission or concern of other clients. 

 Data can be passed among clients using blackboard mechanism. 

 

2. Data flow architectures: 
 This kind of architecture is used when input data to be transformed into output 

data through a series of computational manipulative components. 

 The figure represents pipe-and-filter architecture since it uses both pipe and filter 

and it has a set of components called filters connected by pipes. 

 Pipes are used to transmit data from one component to the next. 



 Each filter will work independently and is designed to take data input of a certain 

form and produces data output to the next filter of a specified form. The filters 

don’t require any knowledge of the working of neighboring filters. 

 If the data flow degenerates into a single line of transforms, then it is termed as 

batch sequential. This structure accepts the batch of data and then applies a series 

of sequential components to transform it. 

 

3. Call and Return architectures: It is used to create a program that is easy to scale 

and modify. Many sub-styles exist within this category. Two of them are explained 

below. 

 Remote procedure call architecture: This components is used to present in a 

main program or sub program architecture distributed among multiple computers 

on a network. 

 Main program or Subprogram architectures: The main program structure 

decomposes into number of subprograms or function into a control hierarchy. 

Main program contains number of subprograms that can invoke other components. 



 

4. Object Oriented architecture: The components of a system encapsulate data and the 

operations that must be applied to manipulate the data. The coordination and 

communication between the components are established via the message passing. 

5. Layered architecture: 
 A number of different layers are defined with each layer performing a well-

defined set of operations. Each layer will do some operations that becomes closer 

to machine instruction set progressively. 

 At the outer layer, components will receive the user interface operations and at the 

inner layers, components will perform the operating system 

interfacing(communication and coordination with OS) 

 Intermediate layers to utility services and application software functions. 

 


